I used the RSA Encryption algorithm. I began with the ASCII character value as my number to be encrypted. I’ll use the first letter of the message ‘T’ as an example. Ord(‘T’)= 84. The encryption step plugs 84 into the equation m' = me mod n where m=84, m’ is the encrypted character and n and e are subject to the following constraints: given 2 primes p&q (7 & 17) n=p\*q= 119. e=5 is an arbitrary value less than n and relatively prime to φ. e & n act as the algorithms public key. I had additional constraints given the size of my registers and the immediate value for my addi function. Firstly n cannot be larger than 2^7 (the largest value possible for the addi function.) n had to be added whether it was through addi or addx. Every register was needed however so I had none to spare for a larger value. n had a lower bound restraint as well. Because values are modulated with respect to n, any value larger than n that must be encrypted will be lost. I had originally thought that I would need to make sure the result of the exponentiation step was below 2^7 which is why I chose such small p and q values (7& 17) but I was able to sidestep this restrain using the following rule of modular arithmetic.

![((a \!\!\!\!\mod n)\,(b\!\!\!\!\mod n)) \!\!\!\!\mod n =  (ab) \!\!\!\!\mod n.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXwAAAAVBAMAAAC3RUjfAAAAMFBMVEX///9QUFCenp4MDAzm5uYEBAQiIiJAQEB0dHQWFha2trYwMDCKiorMzMxiYmIAAACOV7ETAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAABG1JREFUSA3VlV+IG1UUxr/8z04ySUSR+mIDPhbpVvZhVdShgvoiu6DQCn1Q8FVYRMEKrllQdrFQV1FBwTIqstSXjSJU24LxQeiDfyKtVuxDI8W2IG7DuqCtXfE7d+69mTtJTPLogbO5c+/vfOebu3dmgP97/M4bkBwY/kex6Vei8VD457AHFzmWHBBxLLEck9bNEgCSxeUWIDk4Co/F5kuBXBD+8c/YbG/47GpvjE85luwPB3OWjQ/Rj5o5y3KRLD7HOckhcUts3m/KhcDXY7O9YSpuf7iug/WqObI+qB81c5blIll8nHOSQyJuH58IRNjbGkg70qU6d5DZHw7mLBsfSl81c5blIlksOxbftUSBY3+XLBKuTCeo6NKRTjcByf5wMGeZ0iqUvmrmLMtFori4wEeMOSwc+1VSAucHF7jSXcKSfeFisWXrQ+lLs/5IFOdbdMPEexu/8K/35teHn/zpUAv+jqUA2cWVyP63zVOHAmCqHsHVjWVe4eiBUxcfXjkJfL9yE/Dg5aVVTqL8W3lFntnXdbqSFtOSUmEi3+JIfCh9aZbwY4tND0yFdMUsr/p/EUfuBZxo8ewdDfwZnG5n75RJNPaFpRrPciOC12uVpkzva5dOYj3w3sDpwL8H9yv7xdzz+JiLn+l0JS2mJVF4W+ItkbM+lL40S/ixxaYHcgER5vk2tgXPNHElyF7DLHAMrwEHZTJ95jrytJ9iCnwB5a7M343KFubCTAOlhakaCsr+7XMtPMHFG3S6kgYzkiJjwvpQ+tIs4ccUw/SAnDDJz5GeV3gHvwKbHu/l5SzfX9HhSXeRa/GRXYjgY6h0Bb4XlXlU6+ttFOdpWp/L3cABLl7SiUxMEhbTkiJjwvpQ+tKM9gcWQ/dANaAj5j9IPU5a8Au0X6b9V/duGvtcO09I2efvfpRWBab9adr/jva3dteN/Zvhy4s1bt9KBhbTkiJjwvpQ+tb+gGLoHsi1eR7a8Dcx1REZbV92/0pv97km/4ZCR8E8W1WOrH3ufqVrtxVHovtYJCDpSPZ2X0vGz77xEekXOsOLTQ9kQuqHyG5jrt4gr+1zg3ECe/TZRzXEbIWPbkvBfB9+RdTaz/HsNzPm7OMaMo0OwDeSSlfSYlpSZExYH0pfmiX82GLTQ71MSg3gDuzcG8bw2wJvBh8G/iOcgxy17Yci6wK/m71LTevDk57BB4H3KH6Yllke6uoZQoIozOyIkrSYlpQKE9aH0peN7dl3i6Me2Vn1FZLPxdnDqR2kvRf3pO47vutqx1u8FMB/7vLOd0RkGbi1Qy0OFbzMIwes/VG78e/3vziCtY1nRGHpahgBqQ3+yr1IupIW05IEbFgfZ0Vfmg0rJske2f3IsoPkWPElqXHhco0fE+YE4UpLs9HxNBHJceIpgcaE821+oZmThCOtmo2sfoCE5BjhLQg0JrxGVHKSiEtHzUZWpzt82phjREkxY8JNwpKTRFw6aja6+hsikqPjpQgZCy4GfMqZk0VMWjf77/p/AaEUuEMZTxhcAAAAAElFTkSuQmCC)

Using this rule I could modulate the register values after each multiplication was completed and therefore keep my registers at a reasonable size. However, due to my *legacy primes* all ASCII values above 119 are lost (or at least interpreted as ord(x-119).) This isn’t much of a problem considering all upper and lower case letters are below 119 except x,y,&z Decryption works according to the same equation as encryption m = m'd mod n except the encrypted value will be raised to the power of the private key which in this case is d or 77. Any intended recipient would have this value and n and could therefore easily decrypt the message.